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# Introduction

1. Title : Tower of Hanoi using BFS
2. Language used : python
3. IDE used : Pycharm

We need to implement Code for Tower of Hanoi using Breadth First Search Algorithm where we can select:

1. Peg number
2. Total number of disks
3. Initial disk position in pegs
4. And Final disk positions in disk

And we will get the following output:

1. Initial state
2. Final state
3. Step number and steps with Parent node and Child node
4. Tracking back path including the node numbers and states of that node

# 

# 

# Methodology

To solve the problem I used the following approach :

1. Asked for the user input to select :
   1. Peg Number
   2. For number of pegs in a for loop asked for Disks in all the pegs for the initial state
   3. For number of pegs in a for loop asked for Disks in all the pegs for the final state

![Photo of books](data:image/png;base64,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)

1. Created a Node class and some initial node variables. Setting some default values and values from user input passed a Node class object to BFS function.
2. By taking the object of the node BFS function checks for whether it reaches the final state or not. If not reached it keeps on traversing the states for the final state and tree like structure is created.
3. All the nodes are capable of pointing to its parent state and child state. This is required so that at the end we can call the parent states from the final state.
4. All the nodes are assigned with a node number so that we can see the node number at any time.

# Code

from copy import deepcopy

class Node:

def \_\_init\_\_(self):

self.state = [[], [], []]

self.nodeNumber = 0

self.status = 'idle'

self.neighbours = []

self.parent = None

self.children = [] # For BFS

self.point = 10

def move(st1, st2):

s1 = st1[:]

s2 = st2[:]

if len(s1) > 0:

topDisc = s1[len(s1) - 1]

lastofS2 = len(s2) - 1

if len(s2) == 0 or s2[lastofS2] > topDisc:

s2.append(topDisc)

s1.pop()

return s1, s2

else:

return None

else:

return None

def moveDisc(n):

global noOfPegs

stacks = []

for x in range(0, noOfPegs):

for y in range(0, noOfPegs):

stacks = move(n.state[x], n.state[y])

if stacks != None:

# print 'states after move', states

nextnode = Node()

nextnode = deepcopy(n)

nextnode.state[x] = deepcopy(stacks[0])

nextnode.state[y] = deepcopy(stacks[1])

# print 'states', states

# print '\n'

# print 'next node',nextnode.state

if nextnode.state in states:

# print 'nextnode in states'

a = 1 # dumb value

else:

nodenumber = nextnode.nodeNumber

# print nextnode.state, 'next not in states'

states.append(nextnode.state)

return nextnode

# print 'DEAD END'

return None

def printPath(node):

print('Tracing back the Path')

while True:

print('Node number: ', node.nodeNumber, ' State: ', node.state)

if node.parent != None:

node = node.parent

else:

break

def BFS(node):

global parentList, nodenumber, childList, targetFound, step

print('\n STEP : ', step)

step += 1

for node in parentList:

if targetFound == False:

print('Parent Node:', node.nodeNumber, ' State :', node.state)

exhausted = False

parent = deepcopy(node)

i = 1

while exhausted == False:

i += 1

childnode = moveDisc(node)

if childnode != None:

nodenumber += 1

childnode.nodeNumber = nodenumber

childnode.parent = node

parent.children.append(childnode)

childList.append(childnode)

print(' Child Node:', childnode.nodeNumber, 'State:', childnode.state)

# print 'states', states

if childnode.state == finalState:

print('Final target reached')

printPath(childnode)

targetFound = True

else:

exhausted = True

parentList = deepcopy(childList)

childList = []

if targetFound == False:

BFS(parentList)

def readState():

global noOfPegs

state = []

for x in range(0, noOfPegs):

print('Discs in Peg', x + 1, ' : ', )

a = [int(x) for x in input().split()]

state.append(a)

return state

noOfPegs = 3

shouldContinue = True

while shouldContinue:

print('\n\nTower of Hanoi')

print('1. Breadth First Search')

print('2. Exit')

algoNumber = input("Please select the option --> ")

if algoNumber == '2':

print('\nExiting')

quit()

print('\nInstructions for input:')

print('-->An example input for discs in a peg >>> 3 2 1')

print('-->This means your peg have 3 discs with disc of size 3 at bottom and disc of size 1 at top')

print('-->If the peg is empty, just click ENTER; Do not input anything in that case')

noOfPegs = int(input("\nEnter number of pegs--> "))

print('\nEnter details for initial State')

initialState = readState()

print('\nEnter details for final State')

finalState = readState()

print('\nInitial state : ', initialState)

print('Final states : ', finalState)

# initialState=[[1],[3],[2]]

# finalState=[[3,1],[2],[]]

# initialState=[[3],[1],[2]]

# finalState=[[3,2,1],[],[]]

states = []

states = [initialState]

nodenumber = 1

time = 1

targetFound = False

node = Node()

node.state = initialState

node.nodeNumber = nodenumber

parentList = [node]

childList = []

targetFound = False

largestInTarget = False

step: int = 1

parentList = [node]

childList = []

if algoNumber == '1':

print('\nYou selected Breadth First Search')

BFS(node)

elif algoNumber == '2':

print('\nExiting')

quit()

else:

print('Please select a valid option')

continue

# Explanation of the code:

1. At first a class Node is created which will be required to create objects of the class. What class Node takes is
2. Present state that algorithm is working with like [ [3,2,1], [], [] ]
3. Number of the present node like 1 or 2 or 3 or ..
4. Parent of the present node
5. Children of the present node
6. Status of the present node
7. After taking the user input a node object is passed to function bfs where :
8. Step number is printed first
9. Then checking for the target node existing node is copied as parent node and passed the node object to function moveDisc
10. Inside the moveDisc the node is divided into possible child nodes and the child nodes are returned to childnode in function bfs
11. Then inside bfs function its checked if childnode has something in it, previous existing node is set as parent node of this childnode.
12. This childnode is appended as the child node of the previous parent node. And the node number is saved also.
13. Inside the parent Lists and child List all these nodes are saved in sequence.
14. At the end bfs function is called again until the target node is not generated.

# 

# Conclusion

For solving the problem I have taken help from the internet including some github repositories of some contributors. This problem is a bit different from usual bfs implementation. But I learned a lot while solving the problem. As there are no external libraries called here so the code can be run easily through command line using python. This code can be implemented more efficiently if tried.